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Abstract

Many physical phenomena in various applications can be computed using the laws of
physics. However, these calculations can be computationally expensive. High computational
demands are limiting for example when optimizing a physical process and it is needed to be
evaluated many times. The goal of this thesis is to find a surrogate model approximating a
complex numerical program requiring the least possible amount of evaluations. The main
tool used to train the model is active learning in the form of Bayesian optimization. In the
first chapters of the thesis, some of the commonly used surrogate models and experiment
design methods are introduced. Afterward, plasma boundary modeling is presented as
an example of a practical application of surrogate modeling. The result of the thesis is a
comparison of selected methods on modeling of plasma momentum loss in tokamak.

Keywords: experiment design, surrogate model, active learning, Bayesian regression,
tokamak, plasma modeling

Abstrakt

Mnoho fyzikalnich jeva v rtaznych aplikacich lze spocitat pomoci zékonu fyziky. Takové
vypoCty mohou ale byt vypocetné drahé. Vysoké naroky na vypocetni silu jsou limitujici
napiiklad pfi optimalizaci fyzikalniho procesu, ktery je nutné mnohokrat evaluovat. Cilem
této prace je najit ndhradni model aproximujici komplexni numericky program vyzadujici
co nejmensi pocet evaluaci. Hlavnim néstrojem pouzitym pro trénovani modelu je aktivni
uceni ve formé Bayesovské optimalizace. V prvnich kapitolach prace jsou predstaveny
nékteré z ¢asto pouzivanych nédhradnich modela a metod pro navrh experimentu. Poté
je predstaveno modelovani okraje plasmatu jako piiklad praktického vyuziti ndhradnich
modeli. Vysledkem prace je porovnani vybranych metod na modelovani ztraty hybnosti
plasmatu v tokamaku.

Klicova slova: ndvrh experimenti, ndhradni model, aktivni uceni, Bayesovska regrese,
tokamak, modelovani plasmatu

iii



Contents

1 Introduction

2 Surrogate Modeling Methods

1 Response Surface Model . . .
2 Radial Basis Function Model
3 Support Vector Regression . .
4 Gaussian Process . . . . . ..
) Equation Learner . . . . . . .

3 Experiment Design

1 Space Mapping . . . . . . ..
2 Bayesian Optimization . . . .
3 Bayesian Ridge Regression . .

4 Plasma edge modeling

1 Motivation: Tokamaks . . . .
2 SOLPS-ITER . . ... .. ..
3 Two-Point Model . . . . . ..

5 Experiment Design for Momentum Loss Surrogate Model Training

1 Model and Training . . . . .
2 Synthetic Experiment . . . .
3 Bayesian Model . . . . . . ..
4 Exeperiment Design . . . . .
5  Method Performance Analysis

6 Summary

References

v

12
12
13
17

26
26
28
28

31
31
32
34
34
37

44

45



Chapter 1

Introduction

This thesis concerns surrogate modeling of functions, which are expensive to evaluate.
The most common example of such functions are high-fidelity physical simulations which
can sometimes take days to complete. Another example are real-world experiments that
are monetarily expensive or time-demanding. When training models of such functions
it is important to minimize the number of their evaluations. Because of that, the used
experiment design methods have to select inputs for the evaluations carefully to minimize
the data required to train the model.

Usages

One of the common usages of surrogate modeling is function optimization. During optimiza-
tion, the objective function usually needs to be queried many times making optimization
of expensive-to-evaluate functions problematic. In these cases, having a cheap surrogate
model can be extremely advantageous as it can guide the optimization into the areas of the
objective function domain which are more likely to yield an improvement according to the
surrogate. This can make the optimization process faster, save resources and also lead to
better results as the objective function domain can be searched more effectively [1, 2, 3, 4].

Surrogate modeling also allows for black-box function optimization. A black-box
function can be queried for output values given an arbitrary input but no other knowledge
about its properties is available. That means the gradient of the objective function is
also unavailable which can be problematic for some optimization methods. Optimization
methods using surrogate models can be used in this case as they usually require only the
ability to query the objective function for data and can infer some information about the
objective function from the surrogate model.

Another situation where a fast surrogate model can be advantageous is decision-making
in real-time systems [5]. In cases where complex decisions must be made quickly, training
a surrogate model can be a good solution.

Surrogate models can also be used to gain insight into the behavior of black-box
functions or poorly understood physical models. A well-designed surrogate model can
provide information about which input variables are the most impactful to different outputs
or even provide an interpretable analytical approximation of the true model [6].



Method Selection

Surrogate modeling is a very broad topic with a large number of different methods varying
in both the model and experiment design method used. The individual models differ mainly
in the class of function approximators they use to model the original function and the
general structure of the model. (Here as well as in the remainder of the document, the
original function refers to the function being approximated by the surrogate model.)

The selection of the model and experiment design depends on the problem at hand.
If any information about the function being approximated is available, it can be used to
improve model selection. For example, it could be known that some variables are always
positive, the function is periodic, the limit of the function approaches zero at one side
of the domain, etc. Any additional information such as these examples can help in the
selection of a model suitable for the problem.

The experiment design defines how the inputs for future evaluations of the original
function are selected to get more valuable data. In active learning, the experiment design
usually utilizes the surrogate model to determine the optimal next evaluation point in each
iteration. The selection of a suitable experiment design depends largely on the objective.
For example, if the goal is to minimize the original function, the experiment design should
disregard the areas where the surrogate model predicts high function values. On the other
hand, if the goal is to train a precise surrogate model, the experiment design should in
general focus on the areas of the function domain where the surrogate model reports high
uncertainty.

Thesis Structure

In the first two chapters of the thesis, the basic concepts of surrogate model development
and experiment design are introduced and a selection of some of the commonly used
methods is presented. In the third chapter, the challenging simulation of plasma edge in
tokamaks is briefly introduced. In the next chapter, selected methods are employed in the
modeling of plasma momentum loss, their performance is compared, and the results are
discussed. Follows a short summary in the last chapter.



Chapter 2

Surrogate Modeling Methods

Introduction

Generally, a surrogate model is an approximation of some original function. The true
function can be represented by a numerical program, simulation, or physical phenomena.
The goal of surrogate modeling is to create an approximation that behaves as close as
possible to the true function given the available data, but is usually less computationally
demanding, more interpretable, or has some other desired properties.

The surrogate model is usually represented with an analytical definition of a function
containing some free parameters. These are the parameters of the model. The model
is trained by finding the best parameter values to fit the available data from previous
evaluations of the original function. The exact way this is achieved depends on the surrogate
model and methods used. The training can also be iterative, where an experiment design
method is used to select the next point to query the original function for new data in each
iteration. This is commonly known as active learning. Examples of experiment design
methods will be discussed in the next chapter. When trained, the model can be used by
the experiment design method to guide further evaluations or predict the outcome of the
original function given some input.

The data used for the training are in most cases just a set of pairs of inputs and outputs
of the true model. Additional information or expert knowledge about the true model can
be incorporated into the surrogate model as well but it is often a non-trivial task [4, 7].

Notation

Here is a brief overview of the notation used in this chapter. The data-point generated
from the i-th evaluation of the original function is labeled (x;,y;) where x; is the input
and y; is the output of the function. A set of all data gathered by evaluating the original
function is labeled Dy, where N = |Dy| is the data set size. The symbol 6 is used to
represent the model parameters. The function ¢(z) represents an arbitrary parameter-less
transformation of the input vector x. Bold vectors or matrices emphasize that they include
values of all data points. This includes the vector/matrix Y of all function values, the
matrix X of all evaluation points, and the matrix ® of all evaluation points lifted by the
function ¢.

A survey of selected surrogate models and surrogate modeling methods are introduced in
the remainder of this chapter.



1 Response Surface Model

Response surface models (RSM) are used to approximate a function via polynomials. RSM
can be generalized with the following equation [8]:

y=o(z)"0+e

(2.1)
$(a) = (¢1(2), .., $p(2))T,
where the functions ¢1, ..., ¢, are polynomial, ¢ : R — RP, x € R" is the input, 6 € RP
is a vector of the model parameters, y € R is the output, and € represents a random
zero-mean expriment evaluation noise. The function ¢ could for example be defined as
o(z) = (1,21, 7179, 22)T where v = (21, 22)7.
RSM model can be expressed in a matrix form for N data-points (z1,41), ..., (N, YN)
as

Y = P60+, (2.2)

where Y € RY is a vector of values yi,...,yn, the rows of the matrix & € RV*P are
calculated as ¢(x1), ..., o(xn), and 0 € RP remains the same.

Finally, we can also expand the model for y € R™. Then Y € RV*™ and § € RP*™ is
the parameter matrix.

The model parameters 6 can be estimated using the least squares method as [8]

6= (eT®) oy, (2.3)

The most commonly used special cases of RSM are the first-degree RSM and the
second-degree RSM [8]:

y="00+az"6; +e (2.4)

y =00+ 270 + 270z + e, (2.5)

where 6y € R, #; € R", and the symmetrical matrix # € R™*™ are the model parameters.

Experiment Design

The experiment design of RSM is described by a so-called design matriz X. The rows of
the design matrix represent the different points for experimental evaluation called design
points. Many different designs for the first and second-order RSM have been proposed with
different properties and demands on the number of experiments. The choice of a design
model depends on the objective of the modeling as well as the experiment cost. Different
objectives include training as precise model as possible, finding which input variables
x1, ..., Ly have the most significant effect on the output value y, or finding an optimal
setting of the input variables to minimize/maximize some utility function U(y) : R™ — R.
Applying multiple designs in succession can also be an effective strategy.

Some of the most commonly used designs and their properties are discussed in detail
by A. I. Khuri and S. Mukhopadhyay in [8].



2 Radial Basis Function Model

Radial basis functions (RBF) are another class of functions commonly used to construct
surrogate models. A radial basis function is a function whose output depends solely on the
distance between the input point and some fixed center point. A radial basis function ¢;
can be generalized as

¢i(x) = di(llx —<|]), (2.6)
where the center point ¢ is a hyperparameter of ¢; and ¢; is an arbitrary function. The
Euclidean distance is used most often but any other distance measure can be used as well.

A RBF surrogate model can be defined in the following form [9]:
y=o(x)'0, +e
(ﬁ(l’) = (¢1($)7 ) d)p(x))Ta

where the functions ¢1, ..., ¢, are radial, ¢ : R" — RP, x € R" is the input, 6, € RP is a
vector of the model parameters, y € R is the output, and e represents a random zero-mean
expriment evaluation noise.

(2.7)

Some examples of commonly used basis functions include [9]:
Linear: ¢;(d) = d,
Quadratic:  ¢;(d) = V/d2 + a2, (2.8)
Gaussian:  ¢;(d) = exp(—ad?),
where « is a hyperparameter which changes the “area of influence” of the basis function.
The RBF model is often extended by a bias term to get the form [9]
y=o(@) 6, + ()" 0+
¢(z) = (¢1(2), .. pp(2))" (2.9)
() = (1(2), - ¥q (),

where ¢ : R"” — R4, ¢, € R?. The functions 11, ..., ¥; are most commonly polynomial. In
that case, we are in a way using the RSM as the bias.

Similarly to the RSM, the RBF model can also be written in a matrix form and extended
for y € R™ resulting in the form

Y = ®0, + ¥, + ¢, (2.10)

where Y € RV*™ the rows of the matrix ® € RV*P are ¢(z1), ..., p(zn), 0, € RPX™ the
rows of the matrix ¥ € R¥X4 are ¢(z1), ..., (zn), O € R?*™, and N is the size of the
data set.

The model parameters 6, can be estimated using the least squares method as [9]
0, = (@T®)'dT(Y - w0, (2.11)
where the bias parameters 6, are estimated a priori as
0, = (7o) leTy. (2.12)

It is also possible to consider the parameters 8, not known a priori. Then the estimation
of parameters 6, and 6, becomes slightly more complicated. If you wish, refer to [9] for a
detailed description of this approach.



3 Support Vector Regression

Support vector regression (SVR) is a method used for surrogate model training. SVR can
be used to train any model with linear parameters [10] given by the equation

y=d(x)T0 + e, (2.13)

where y € R is the output, z € R" is the input, # € RP is the vector of model parameters,
¢ : R™ — RP? is a parameter-free transformation of the input vector x, and € is a random
zero-mean experiment noise.

The parameters 6 are learned by solving the following optimization problem [10]:

N
A . 1 T 1 2
RS arg min C— ;1 max (0, |y, — (i) 0] —e) + §|]0|] , (2.14)

where ¢ is a small positive value describing the maximum tolerated model error and the
positive constant C' controls the balance between maximizing the model precision and
minimizing its complexity.

To solve this optimization problem we first rewrite it without the absolute value and
max functions as [11]

1 1Y
min §HQH2+0NZ(§¢_ +&)

=1
yi — o(x)T0 <e+& (2.15)
st S (@) -y <e+& Vie{l,.. N}
&6 >0

Then we can construct the dual optimization problem [11]:
1 N N
§F Z Z(a; — o) (e —af) ¢(x:)" p(x))
i=1 j=1

1 & 1 &
NZO‘ +af NZ (2.16)

=1
N
Yl —af) =0
s.t. i=1
La e[0,C] Vie{l,..N}.

By solving this quadratic programming problem we get a1, Ozf, ey QU a}, which can be
used to calculate the model parameters as [11]

N
| o
0= N E_l(ozi — o) @ (2.17)



4 Gaussian Process

4.1 Introduction

Gaussian process (GP) is arguably the most commonly used surrogate model for Bayesian
optimization [12, 1, 2]. (Bayesian optimization is discussed in the following chapter in
section 2.) For every point in the original function domain, a Gaussian process approximates
its function value as a one-dimensional normal distribution. Therefore, a Gaussian process
approximates the original function as an infinite-dimensional normal distribution over all
possible forms the original function could have. The infinite-dimensionality comes from
the fact, that the original function is continuous and thus there are infinitely many points
in its domain each approximated with a single-dimensional normal distribution.

Gaussian processes have been described in detail by Carl Edward Rasmussen in the book
Gaussian Processes for Machine Learning [13]. For an introduction to the fundamentals of
GP, I also recommend the lectures by Nando de Freitas [14, 15].

4.2 Model Equations

A Gaussian process is determined by two parameters; a prior belief about the original
function g and the kernel function k. Assume the original function f : R® — R. Then, the
prior belief about the original function is a function pg : R® — R and the kernel function
is a positive-definite function & : R™ x R™ — R.

The prior belief describes our expert knowledge about what the original function might
look like. It is often omitted as its impact on the model diminishes with growing data. It
can for example be set to a constant po(z) = 0.

The kernel function is also called the covariance function. It describes how the approx-
imation of the original function at a given point is affected by the available data from
previous evaluations of the original function.

The GP model approximates the original function value at a given point Z by the
normal predictive distribution [16]
z ~ N(un (1), 0% (7)), (2.18)
where the mean function py(Z) and the variance function 0% (Z) are given by
v (7) = po() + k(z)" (K + o?)7H(Y — m), (2.19)
0% (z) = k(z,7) — k(z)T (K + 021) 'k(z), (2.20)

where the vector k(z) € RN contains the covariance values of the point # and each
individual point x; from the data set. The covariance matrix K € RV*V contains the
covariance values of each pair of points x;, z; from the data set. The term m is a vector of
the prior beliefs about the function value for the points from the data set. Therefore the
aforementioned terms can be defined as

m = (HO(xl)a (A ,U'O(:L‘N))Tv
k(z) = (k(z1, %), ..., k(zy, T))T,
Ki,j = k:(:cl,x])

The subscript N of the mean and variance functions emphasizes that these terms depend
on the data Dy. Using this set of equations, one can get both the approximation of the



original function at a given point Z of the model domain by calculating the mean puy (%)
and the uncertainty of the model at that point by calculating the variance o3 (%) based on
the available data Dy.

4.3 Kernel Functions

The most commonly used stationary kernel functions are the matérn kernels. The three
most common matérn kernels are [16]:

k;matérn1 (.’El, :EZ) = 0-13 €$P(* d)a (221)
kmatérng (33‘1, 1‘2) = O-l% emp(—\/§ d) (1 + \/g d)a (222)
9
Kmatérns (21, 22) = 02 exp(—V/5 d) (1 + V5 d + 3 d?), (2.23)

where d is the distance between the two given points z1,xo given by

d(1,22) = /(21 — 22)T A (1 — 22), (2.24)

where A is a diagonal matrix of length scales A1, Ag, ..., Ap.

The constants o,% and A1, Ag, ..., A, are hyperparameters of the matérn kernel functions.
The general matérn kernel function matérn,, is parametrized by the smoothness parameter
v. A special case of a matérn kernel with v — oo is the squared exponential kernel

1
ksqe:pp($1>x2) = kmatérnoo (.Tl,.l‘g) = U]% 6.%']9(—5 dz) (225>

Many other kernel functions exist other than the matérn kernels. For example, the
previously mentioned radial basis functions are also commonly used as kernels for Gaussian
processes. The choice of a kernel function depends largely on the available information
about the original function. For more information on different GP kernels and their
selection see [17].

4.4 Hyperparameter Optimization

The GP model contains some hyperparameters. Namely the experiment noise o2, the

prior belief g, and potentionally some hyperparameters of the kernel function. The
hyperparameters can be estimated by maximizing the marginial likelihood of the data
rather than setting them manually. The marginal likelihood can be directly analytically
expressed as [16]

log p(Y[X,0) =

1
-5 (Y — m@)T(KO 4 21) 1Y — m)) + log K@) + 021| + N log(27)|, (2.26)
where 0, = (uo,02,0;) is a tuple of model hyperparameters, where 6 contains the

hyperparameters of the kernel function. The superscript () highlights the dependence
of the term on the hyperparameters. The prior belief ug is often ignored during the
hyperparameter optimization as its effect on the model is not substantial.

Other methods for optimizing the hyperparameters of a Gaussian process exist as well
[18].



4.5 Benefits and Limitations

A big advantage of Gaussian processes is that the model uncertainty at any point of the
domain is very easily extracted from the model using the equation 2.20. Another benefit
is the analytical expression for the marginal data likelihood 2.26, which allows for simple
hyperparameter optimization.

On the other hand, the main limitation of Gaussian processes is the scalability with
growing data. Once we calculate the matrix (K + 02I)~!, the model approximations
and uncertainty for different points of the domain are readily available. However, the
calculation of this matrix is computationally demanding with large data because of the
matrix inversion. Some methods partially mitigating this issue have been introduced [19,
20, 21).

5 Equation Learner

5.1 Introduction

Equation learner (EQL) is an example of a method using neural networks for surrogate
modeling. Neural networks are in their essence a type of surrogate model as they are
generally trained with data composed of inputs and outputs of some original function and
then used to predict future outputs. The topic of neural networks is a mature one with a
plethora of literature dedicated to it. The EQL method will serve as a representative of
this class of surrogate models in this work.

The EQL model constructs a surrogate model represented by a set of equations composed
of provided algebraic operators. It was introduced by G. Martius and Ch. H. Lampert in
2016 [22]. The main difference of EQL to other models including other neural networks
is that EQL strongly promotes model simplicity and interpretability instead of focusing
solely on model precision.

EQL uses a shallow neural network consisting of several linear layers. Each layer except
the last is followed by function nodes implementing different base functions which will be
used to construct the model. The selection of the base functions depends on the original
function being modeled and can be used to limit the model only to plausible functions.

Division cannot be included in the classic EQL as the limits at zero are problematic for
the gradient-based optimization of the parameters of the neural network. An improved
variant of the method labeled (EQL™) has been proposed in 2018 by S. S. Sahoo, Ch. H.
Lampert and G. Martius [6], which adds a division node after the last layer as well as
making the training more stable. The EQL™ and EQL methods are mostly similar. The
EQL™ variant will be assumed for the rest of the section but the main differences from the
classic EQL method will be mentioned when they come up.

The equations and hyperparameter settings presented in this section have been taken
from the aforementioned works of S. S. Sahoo, Ch. H. Lampert and G. Martius [6, 22].



Figure 2.1: Example EQL™ NN architecture [6]
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5.2 Neural Network Model

An example of an EQL™ neural network architecture is shown on the figure 2.1. The
output vector of the i-th layer is denoted y® and it is computed as

g = FO(0)
FOEOY = (1) (2.27)
20 = Wy =D 4,0

Firstly, the simple linear layer with the matrix W and the vector wq as its parameters
is applied to get the vector z(!) and then the function nodes are applied (denoted by the
non-linear transformation F(l)) to get y() - the output vector of the whole layer. The
transformation F(") applies different base functions fi(l) to each element of the vector z().

Note that y(©) = z is the input of the neural network and y¥ is the output of the
network, where L is the total number of layers. In the case of the classic EQL, it holds that
y) = z(L) a5 there is no function node after the last linear layer. In the EQL™ variant,
the last transformation F(X) contains the added division.

5.3 Training

Stochasitc gradient descent with the Adam algorithm are usually used to train the neural
network. The loss function used during the training is defined as

N L
1
L= Y ) = willd + 2 Y IIW Ol + Pr, (228)
i=1 =1

where N is size of the data set and 1 denotes the neural network. The first two terms of
the loss equation are the standard Lo loss followed by the L; regularization. The last term
is the penalty only present in the EQL™ variant which is used to steer the denominators of
the divisions away from negative values. The penalty term is calculated as

N m
Pri= 305" pr (2 () (2.29)

i=1 j=1
pr(d) := max(T —d,0),

10



(L)

where m is the length of the output vector y©) and the term 2, (z;) denotes the value

of the 2j-th element of the vector z(X) given the network input vector z;. Note that the
length of the vector z(&) is equal to 2m and by iterating over every second element we
select the denominators. The 7 threshold is used to avoid large gradients in the division
function. Its value is dependent on the current epoch t and is defined as

() = 1/Vi+ 1. (2.30)

The training of the EQL neural network is split into three phases. The first phase is
un-regularized as A is set to zero. In the second phase, A is set to a non-zero value for
the regularization to take place. In the final phase, the model complexity is fixed and the
exact parameter values are learned by setting A to zero again but enforcing an unchanging
L; norm. The L; norm can be fixed by resetting all weights close to zero back to zero (e.g.
if |lw| < 0.001 then w = 0) in each iteration.

Consider T as the total number of training epochs and ¢ as the current epoch. Then
the first phase takes place while t < %T then the second phase takes place while ¢ < é—gT
and the third phase takes place in the remaining epochs.

Additionally, penalty epochs are introduced in the EQL™ variant to prevent overfitting.
Penalty epochs are inserted in regular intervals (e.g. every 50 epochs) which use a different
loss function

Lp =P, + P, (2.31)

N m
P, = Z Z [mam(yJ(.L)(wi) —b,0)+ max(—yJ(.L) (x;) — b, 0)} 5 (2.32)
i=1 j=1

where b is a hyperparameter constant dependent on the problem but easily estimated from
the observed data. (It is reasonable to set b to around 3 times the maximum expected
output value.) This custom loss function helps to keep the output values from having
vastly different magnitudes than the observed outputs.

5.4 Benefits and Limitations

The advantages of the EQL modeling method include the ability to incorporate expert
knowledge into the model via the base functions, the fact that EQL favors simple models
which can be more interpretable, and if suitable base functions and NN structure are
selected the model can extrapolate surprisingly well in contrast to most other conventional
models which behave very poorly outside of the training domain. (See the results in the
original articles.)

One of the limitations of the EQL modeling is the added hyperparameters in the form
of the base functions which the researcher has to provide and which can be non-trivial
to select without any insight into the original model. Another disadvantage is that this
model does not provide an uncertainty estimation which is necessary if the model is to be
used in active learning. This issue can be solved for example by implementing Bayesian
ridge regression into the method which allows for model uncertainty estimation. However,
using Bayesian ridge regression with an EQL model with more than one layer introduces
some complications as the model parameters are not linear in that case. (Bayesian ridge
regression is discussed in the next chapter in section 3.)
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Chapter 3

Experiment Design

Introduction

Experiment design in surrogate modeling describes how to select the inputs for the
evaluations of the original function to generate data for the training of the surrogate model.
In active learning, the experiment design method selects a single input for evaluation in
each iteration. Some methods can also be modified to select multiple evaluation points
in each iteration, which can be advantageous when more than one experiment can be
performed in parallel generating multiple data points at the same time. The experiment
design often utilizes the surrogate model to determine the optimal next evaluation point.
It can for example use the prediction given by the model to estimate the outputs of the
original function or use the uncertainty of the model in different parts of the domain
to determine which regions should be explored more. Some experiment design methods
also try to estimate the effect new data at certain points of the domain will have on the
surrogate model.

Different methods for expriment design for surrogate model development are introduced in
the following sections. The first two methods - space mapping and Bayesian optimization
- are mainly used for function optimization whereas the third method - Bayesian ridge
regression - is used for model development.

1 Space Mapping

Space mapping is an experiment design method used for optimization of an expensive-to-
evaluate high fidelity model referred to as the fine model using a cheaper less precise model
referred to as the coarse model. An important prerequisite of the method is that the coarse
and fine models describe the same phenomena. For this reason, the method is usually used
with physically based models where the fine model is often some complex simulation and
some basic equations neglecting losses or finer physical processes are used as the coarse
model.
The equations in this section have been taken from [23].

Let R¢(x), Re(xz) € R™ be the response vectors (i.e. the output) of the fine and coarse
physical models given some input vector z € R™. Let Rs(x,0) € R™ be the response vector
of the surrogate model given some input vector x € R™ and model parameters § € RP. The
surrogate model is composed of the coarse model and some transformation of x dependent
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on the parameters 6. For instance, a linear transformation could be used resulting in the
following surrogate model: Rg(z,0) = RC(HTx). In that case, p would equal n.

Our goal is to find some input & for the fine model yielding an optimal response vecor
in the sense of some objective function U : R™ — R. More precisely

= argmxin U(Rs(x)). (3.1)

Direct optimization of the fine model would be too computationally expensive. For that
reason, we will employ the surrogate model to aid with the optimization. The optimization
algorithm consists of two main steps;

1) Fit the surrogate model to the fine model:

k

Ok = argr%ln;wi“}?s(:ni, 0) — Ry(x)]], (3.2)

2) Find the optimal solution using the cheap surrogate model:

Tp1 = argmin U(Rg(x, 0f)), (3.3)

where the index of the current iteration k is also the size of the current data set Dy =
{(z1, R¢(x1)), ..., (g, R(xg))}. The weights wy,...,w, € R can be used to control the
contribution of different data points to the training. These two steps are repeated until a
satisfactory solution is found.

Notice that the fine model only needs to be evaluated once in each iteration as a single
new point xyy1 is added to the data set whereas the surrogate model is evaluated many
times during the optimization process. This way a lot of resources can be saved as the fine
model is usually much more computationally demanding.

2 Bayesian Optimization

2.1 Introduction

Bayesian optimization has been coined by Jonas Mockus in 1970s [24] and since been
studied by him [25] and many others [16, 12, 26].

Bayesian optimization is a powerful tool for global optimization. Most commonly, it is
used to approximate the global optimum of black-box functions while evaluating them as
few times as possible. (Black-box function is a function with an unknown analytical form
and with no information about its behavior available. It can only be queried for function
values at specific points of its domain.)

Complicated physical simulations are a perfect example of functions that can be
effectively optimized using Bayesian optimization [1, 2, 3]. They can be very expensive
and slow to evaluate limiting the ability to query them for large amounts of data. They
are also usually fairly complicated and the effect of different parameters on the result is
hard to predict making them difficult to optimize.

2.2 Basic Concept

Bayesian optimization creates and successively updates a probabilistic surrogate model
approximating the objective function which is then used to guide further optimization of the
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objective function. The surrogate model is created using the data obtained from previous
objective function evaluations. The method is similar in principle to space mapping.
However, a big advantage of the probabilistic approach is that Bayesian optimization can
use the uncertainty of the surrogate model to improve the experiment design.

In each iteration of the Bayesian optimization, firstly, the next point to evaluate the
objective function at is selected by maximizing the so-called acquisition function. Then the
objective function is evaluated, the data set is augmented with the new data point, and the
surrogate model is updated according to the new data. The point of the next evaluation of
the objective function is usually selected in order to lower the uncertainty of the surrogate
model and/or to try to improve the best global optimum of the objective function found
so far. The balance between these two objectives is controlled by the selection of the
acquisition function.

Algorithm 1 Bayesian Optimization

procedure OPTIMIZE
while not term_cond() do
T 4= argmax a(z,S)
y <« f(z)
D; « Di-1 U{(z,9)}
S < update_model(D;)
end while
end procedure

The general algorithm of Bayesian optimization is described by the algorithm 1. The
function « is the acquisition function, S is the surrogate model, f is the original function,
also called the objective function as it is the objective of the optimization, and D; is the
data set after the i-th iteration.

The acquisition function and the surrogate model are selected based on the problem.
Any additional information about the objective function properties can help in the selection
of a suitable surrogate model. The acquisition function selection depends mainly on the
goal. For example, a different acquisition function will be suitable for function maximization
and cumulative reward maximization.

In the figure 3.1, there is an example of what an iteration of Bayesian optimization can
look like. You can see how the surrogate model changes during the optimization in the
plots (a) and (b) which depict two successive iterations.

The blue line represents the objective function. In this example, the objective function
is the sinus function. In a real-world application, the objective function is unknown. The
only information about the objective function available to the model are the black data
points obtained from previous objective function evaluations. (There is no evaluation
noise in this example, therefore the data points lie exactly on the graph of the objective
function.)

The red and yellow lines represent the surrogate model. The red line is the prediction
of the objective function values given by the surrogate model and the yellow lines represent
the uncertainty of the model. The bigger the interval between the two yellow lines is, the
bigger the uncertainty of the approximation at that point of the domain is. The surrogate
model used here is the Gaussian process with the matérns kernel.
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Figure 3.1: Example of Bayesian Optimization
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Finally, the green graph represents the acquisition function. You can see that the value
of the acquisition function is high where the uncertainty of the surrogate model is high while
also being higher close to data points with high function values. These are generally the
areas where the objective function is likely to yield high values. The acquisition function
used here is the upper confidence bound which will be introduced later.

In the two plots, we can see how the model changed after a single iteration of the
Bayesian optimization. In plot (b), a new data point was added exactly where the
acquisition function was maximized in plot (a). By updating the model with new data,
its approximation of the objective function improved and the uncertainty around the new
data point dropped drastically. (In this case, it drops to zero as a zero experiment noise is
assumed by the model.) Because of that, the acquisition function drops there as well and
the next evaluation point would be selected elsewhere.

2.3 Acquisition Functions
Introduction

The acquisition function is used to determine the next point of evaluation of the objective
function during Bayesian optimization. The acquisition function has the same domain as
the objective function and given a point from it returns a value describing its suitability as
the next point of evaluation. Thus maximization of this function results in the point in
some way most suitable for the next evaluation.

The shape of the acquisition function changes with the updating surrogate model. In
general, the acquisition function returns high values in two different areas of the domain.
Firstly, in the areas where the uncertainty of the surrogate model is high - where there is
a lack of data. Secondly, in the areas where the surrogate model predicts high objective
function values - in the proximity of previous objective function evaluations which yielded
high values. This corresponds to the well-known problem of exploration versus exploitation.
The choice of the acquisition function determines how these two objectives will be kept in
balance.

The acquisition function should be computationally cheap to evaluate in comparison to
the objective function so it is easily optimized.
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Below is an example of a very simplistic acquisition function, which would never be
used in practice, but will be useful to get a basic understanding of how acquisition functions
work.

Assume an extremely greedy policy trying to maximize the expected outcome of the
objective function evaluation in each iteration of the Bayesian optimization. Such a policy
could compare the suitability of different points of the objective function domain simply by
the objective function values predicted by the surrogate model always selecting the point
with the highest predicted value. The acquisition function ayeeqy of such policy would be

Agreedy () = py (), (3.4)

where g, (x) is the mean of the predictive distribution for the point x of the function
domain. (The predictive distribution is defined by the probabilistic surrogate model.)

This policy would in practice perform very poorly as it completely disregards exploration
in favor of exploitation. Below are introduced some commonly used policies which balance
exploration and exploitation better. The equations of the acquisition functions discussed
below have been taken from [16].

Probability of Improvement (PI)

This policy selects the next objective function evaluation point based on the probability
that the evaluation yields a higher value than some fixed value 7. This makes it suitable
for objective function optimization. The hyperparameter 7 is usually set to the highest
objective function value found yet but can be set to different values as well.

Assuming the predictive distribution of the surrogate model is Gaussian, the PI
acquisition function can be calculated as

apifa) =@ (45T, (3.5)

oy()

where p,(x) and 05 (z) are the mean and variance of the normal predictive disrtibution
for the point z and ® is the cumulative distribution function of the standard normal
distribution.

Note that the predictive distribution of the surrogate model changes with the growing
data set and so the acquisition function will change with new data as well.

Expected Improvement (EI)

This is a similar policy to the PI policy. However, rather than considering just the probability
of improvement, it considers the amount of improvement as well. More precisely, the
candidate points are compared based on the average expected improvement over some
value 7. This policy is also used for objective function optimization.

Assuming a Gaussian predictive distribution of the surrogate model, the EI acquisition
function can be calculated as

apile) = Gufa) = 7) @ (L0 =T 4 oy (a) o (M40 2T, (36)

oy () oy ()

where the terms 7, ®, u,(z) and ai(:c) are the same as in the previous case and ¢ is the
probability density function of the standard normal distribution. You can compare the
equation with the previous one.
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Upper Confidence Bound (UCB)

The upper confidence bound acquisition function balances exploration and exploitation by
considering the surrogate model’s prediction as well as the uncertainty of that prediction
for each evaluated point. Using the surrogate model, the objective function value at a
given point = can be predicted to be within some interval I centered around p,(z) with
some fixed confidence. The upper confidence bound acquisition function computes the
suitability of the point x as the upper bound of such confidence interval.

When the uncertainty of the surrogate model is high, the confidence interval I will
be larger pushing its upper bound higher. When the predicted objective function value
piy(x) is high, the upper bound of the interval I will also be higher as the whole interval is
pushed higher. This way, exploration and exploitation are balanced.

This policy is suitable for both objective function optimization and cumulative reward
maximization.

Again, assuming a normal predictive distribution, the UCB acquisition function is
defined as

ayep(r) = pn(z) + B on(w), (3.7)

where the fixed confidence used to calculate the confidence intervals can be altered by
changing the 8 hyperparameter.

Thompson Sampling (TS)

Thompson sampling is a bit different from the previous two experiment design methods.
It is not defined with an analytical acquisition function which would be maximized in
each iteration of the Bayesian optimization. Instead, a point x from the objective function
domain is selected as the point of the next objective function evaluation with a probability
proportionate to the probability that x is the optimum of the objective function. This can
be done very easily without the need to directly calculate this probability simply by taking
a single sample of the model parameters 6 from the posterior distribution p(f|D) and then
maximizing surrogate model prediction with the sampled parameters. The selection of the
next evaluation point T is therefore performed by solving

T = argmaxmg,(x)
x

(3.8)
05 ~ p(D|0) p(6) o< p(6]D),
where 605 is drawn from p(D|6) p(#). (This distribution is proportional to the parameter
posterior p(0]|D) because of the Bayes’ theorem.)
The Thompson sampling is most commonly used for cumulative reward maximization.

The sampling makes the method stochastic but the introduced randomness can be
advantageous for example for problems where the objective function is evaluated in batches
in parallel. In that case, multiple promising evaluation points can be selected easily by
simply evaluating the experiment design method multiple times.

3 Bayesian Ridge Regression

Bayesian ridge regression is an experiment design method used for model development. The
basic algorithm of Bayesian regression is identical to Bayesian optimization. It also selects
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a point for the next evaluation of the true model in each iteration and then updates the
surrogate model according to the result. However, the main difference is in the evaluation
point selection. In Bayesian optimization, the acquisition function was used to balance
exploration and exploitation to direct the search for the optimum of the objective function.
In Bayesian regression, a so-called wutility function is used instead which selects such
evaluation points which will improve the surrogate model the most.

The equations in this section have been taken (with slight alterations in notation) from
the Pattern Recognition and Machine Learning book written by Ch. M. Bishop [27].

3.1 Linear Regression

The Bayesian regression is discussed for a linear model below. Laplace approximation is
introduced later which is one of the common methods for dealing with non-linear models.

Experiment and Model

Assume we have an experiment that can be run with different input parameters z and some
values y are observed. The experiment behaves as a black-box function. Now assume we
would like to create some model which would approximate the results y of the experiment
for new inputs Z. This can be motivated by the experiment being expensive to run or by
the wish to gain some insight into the dependence of y on x.

Assume the experiment

y=E&(x) +e, (3.9)

where y € R, x € R”, and the measured values y are given by a deterministic function &
and some noise variable ¢ ~ N'(0,w™'1).

Assume the linear model

y =07 p(x), (3.10)
where y and = are the outputs and inputs of the model, 8 € R? are the model parameters
and ¢ : R" — RP is a function composed from so-called basis functions ¢1,...,¢p : R — R.

Least Squares

The solution 6 for the model parameters in the sense of least squares is presented below.
Assume some data Dy = {(z1,41), -.., (zn, yn)} from previous runs of the experiment.
Let X € RV*™ bhe a matrix of input vectors z1, ...,zx and Y € RY be a vector of output
values y1, ...,yn. We wish to learn the parameters 6 which maximize the likelihood of the
observed data Dy. We will start by expressing the log-likelihood of the observed data

p(Y|X,0) HN il 07 ¢ (x;),w ™)
log p(Y|X,0) ZN (yil0" & ) (3.11)
Nm w
=—1 —-wkE
T log() ~ w Err(6),
where the least squares error Err(f) of the model is defined as
1 N
_ AT )2
Err() = 22(% 07 p(x))>. (3.12)

18



The gradient of the log-likelihood of the data can be expressed as

N
Vinp(Y[X,0) = > (4 — 0" ¢(w:))p(w:)". (3.13)

n=1

Finally, by setting the gradient to zero we can derive the equation for the optimal model
patameters R
6= (@Te) ey, (3.14)

where the rows of the matrix ® are equal to ¢(z1), ..., ¢(xn). (See [27] for a more detailed
derivation.)

3.2 Posterior Parameter Distribution

The posterior model parameter distribution is defined as

p(D[6) p(0)

p(oID) = "=

o p(DI6) p(6).- (3.15)

In the case of Gaussian prior and a linear model, an analytical form exists. Assume
the prior parameter distribution p(f) = N (ug, Xg). If we assume the linear model from
the first subsection, then the posterior distribution p(f|D) is also Gaussian and can be
calculated as

p(0|D) = N (049, Xp)
1o = %6(3y o + w@TY) (3.16)
Y= (5, +wd’®)"h.

Usually, a zero-mean prior with covariance matrix (a~'I) is considered where « is a

positive number. Then we get
1y = WEQ@TY
g . (3.17)
29 = (aI+w<I> <I>) .

Using either of the equations above, we do not only get the highest likelihood estimation
of 0 (as the 11p) but the covariance of the 6 distribution as well, which will be useful in
determining the utility of input points for potential future experiments as we will see later.

3.3 Approximating Integrals over Distributions

Before we continue with the Bayesian regression, let us have a look at a simple trick which
can be used to approximate an analytically intractable integral over a distribution from
which we can draw samples.

An integral over a distribution p(x) can be approximated by drawing samples z1, ..., zg
from p(z) as

& (318)
Llyeeey TS p($)7

where g(x) is some arbitrary function of x.
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3.4 Posterior Predictive Distribution

The model predictions are given by the posterior predictive distribution defined as
pyle.D) = [ plulz.0) (6ID) . (319)

The prediction 4 of the model for a new point x can be estimated using the equation
3.18 as

W

1 S
g~ <Y 0 o)
=1

017 ey 95 lrl\c"lp(e‘D)

(3.20)

In the case the model is linear and the posterior parameter distribution is Gaussian,
the predictive distribution will also be Gaussian and can be calculated analytically as

p(ylz, D) = N (py, 0y)

py = 1 9(x) (3.21)
oy = 02 + ¢(x) Lo (x),

where p(0|D) = N (ug, Xg) and o2 is the assumed experiment noise.

3.5 Utility Functions

In this subsection, the two most commonly used utility functions for experiment design in
Bayesian ridge regression are presented.

Information Gain (IG)

The information gain method aims to maximize the gain in Shannon information of the next
experiment. The utility of a potential new data point (Z,y) is defined as the difference in
the expected entropy of the posterior parameter distribution after the data set is augmented
by the new data point and its current entropy [28]

Uie(z,9) = H(0|D) — H(|D) =

_ _ (3.22)
- / log(p(6] D)) p(6]D) d6 — / log(p(6]D)) p(6] D) do.

where D := DU {(z, %)} are the current data D augmented by the new data point.
When evaluating the utility of a potential next evaluation point Z, the value ¥ is
unknown. The utility is therefore calculated by integrating over y

Use(z) = / Ure(z.9) p(§|z. D) dg, (3.23)

where p(y|Z, D) is the posterior predictive distribution of the model for the point Z.
By combining the previous two equations we get the equation

Ura() = / / log(p(6]D)) p(6) D) 0 p(3|z, D) di

(3.24)
- / log(p(6]D)) p(6]D) db.
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Note that the second integral does not have to be evaluated when maximizing the utility
over T as it is not dependent on Z.

The double integral over § and 6 can be aproximated by sampling the variables from
p(y|z, D) and p(6|D) respectively by using the equation 3.18.

In case the posterior model parameter distribution p(6|D) is Gaussian, we can calculate
its entropy H(6) analytically as [29]

H(O1D) = 5 log(|Ssl) + 21 + loa(2n), (3.25)

where p(8]|D) = N (jig, Xg). Therefore, considering a Gaussian parameter distribution, the
information gain utility for a point Z can be calculated analytically as

Uic(z) = HOID) - [ H(61D) p(glz. D) dy
Urc@) = 1161D) - [ 31085 + (1 + tog(zn)| plale D) ay (3.26)
Ura(@) = HOID) - |5 lou(1Za) + 51+ og(ar))

where the entropy H(0|D) of the current data set does not have to be evaluated when
maximizing U;g(Z) over . Note that we can leave out the integral over y because the
entropy H(0|D) does not depend on % and integral over any probability distribution equals
1. (The entropy H(6|D) only depends on Z. See the section 3.2.)

Kullback-Leibler Divergence (KL)

The aim of this method is to choose a new evaluation point Z such that the Kullback-Leibler
divergence of the new posterior p(6|D) from the previous distribution p(6|D) is maximized.
The utility of a potential new data point (z,y) is defined as [30]

Uk1(z,5) = Drr(p(9]D) || p(6] D))
Dk (p(01D) || p(0]D)) Z/log(p(GlD))p(OlD) df (3.27)

- [ 10w(p(61)) p(e|D)as.
The value of the utility of Z is again calculated by integrating over y
Use(@) = [ Uxsl@.9) p(als. D) dy. (3.25)
And by combining the previous two equations we get
Uw(@) = [ [ 1oso(61D)) p(8ID) do p(sz. D) dy

(3.29)
- / / log(p(6] D)) p(6]D) d6 (7|7, D) dy.

This equation can again be approximated by sampling from the distributions p(y|z, D)
and p(#|D) and using the equation 3.18.
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In case the posterior parameter distribution is Gaussian, the Kullback-Leibler divergence
can be calculated analytically as [31]
- 1 . \Tee _ )
Dicap(010) || 901D)) = 5 (o5 a) + (o = )5 (o — ) —p — o 1)
B B (3.30)
where p(‘ng) = N(,u% 29)7 p(0|D) = N(M_ea 29)

3.6 Model Selection

Bayesian regression can also be used to select the best surrogate model between multiple
considered models. To do this we need to modify the predictive distribution and utility
calculation slightly. Otherwise, the method remains largely the same.

Mixed Predictive Distribution

The predictive distribution is replaced with the mixed predictive distribution. For K
considered models, the mixed predictive distribution is expressed as

K

plyle, D) = p(ylz, My, D) p(M;| D), (3.31)
i=1

where the predictive distribution of an individual model p(y|x, M, D) has been introduced
in the equation 3.19.

Model Evidence

The probability of the observed data p(D|M) is called the model evidence. It is calculated

by integrating over the parameters 6, of the model M as

p(DIM) = /p(D\M, Onr) p(O1r) dOar- (3.32)

Considering a linear model and a Gaussian parameter prior, the evidence can be
calculated as
w
2

N
2 (—

p(DIM) = (55)% (5

)

()% / exp(—E(0a1)) dbar, (3.33)

3
3

where E(0)y) is defined as
w o
]3(9M)=§|\Y—‘3[>M9MH2+§H9MH2 530
3.34
1 _
E(HM) - E(:U'9M> + 5(9]\/1 - /’I’GI\/I)T(EGJW) 1(9M - /1’9M>7

where p(0ar|D) = N (pay,, Zo,,)s p(0n) = N(0,a7 ), € ~ N(0,w™ 1) and 0y, € RE.
Using this equation, the integral from the equation 3.33 can be expressed as

[ exp(=E ) do = exp(~E(uay,)) (2% 1531172, (3.35)
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By substituting this expression into the equation 3.33 we get

W N QL Lo 1,-1
P(DIM) = ()% (295 exp(~ B, ) (2% 12517
log p(D|M) = 5 log w+ §log a— E(ugy,) — ?log(QTf) - ilog 25,1

where N is the size of the data set.
Model evidence is used to calculate the posterior model probability in the next section.

Posterior Model Probability

Using the Bayes’ theorem, we see that the posterior probability of one of the considered
models is proportional to the likelihood of the observed data multiplied by the model prior
probability:
p(M;|D) o< p(D|M;) p(M;). (3.37)
Therefore, using the model evidence we can calculate the posterior model probability as
D|M;) p(M;
p(M; D) = LI PO (3.39)
> p(D|M;) p(M;)

J=1

where K is the number of considered models.

Additionally, if we assume the same prior pribability for all models, then p(M;|D)
p(D|M;) and the previous equation simplifies to

p(sp) = PP

. (3.39)
:1P(D\Mz‘)

J

Utility Modification

To select new points for evaluation which will help the most in determining the correct
model, we can again use the information gain or the Kullback-Leibler divergence. However,
the methods need to be modified to express the divergence of the model distribution instead
of the parameter distribution.

The information gain utility will transform to

Use(#) =H(M|D) - / H(M|D) dy

K (3.40)
Usa(x) =H(M|D) + / S [log(p(Mi| D)) p(M:|D)] p(3lz, D) di,

=1

where the current entropy H(M|D) does not have to be evaluated when maximizing the
utility over Z. The calculation of the posterior model probability p(M|D) and the mixed
predictive distribution p(y|Z, D) have been described in previous sections.
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The Kullback-Leibler divergence utility will transform to
U@) = [ DispMID)p(M|D)) dy

K
U(z) = / 2 [log(p(Mi| D)) p(Mi| D)] p(3|z, D) dj (3.41)

K
_/Z [log(p(M;]D)) p(M;|D)] p(§|z, D) dy.
i=1

In both cases, the integrals over ¢ can be approximated by sampling from the posterior
mixed predictive distribution p(y|z, D) again.

3.7 Laplace Approximation

Laplace approximation is one of the simplest methods which can be used to deal with
non-linear models.

If the model is non-linear, the posterior distribution p(6|D) will not necessarily be
Gaussian anymore. In that case, we can use the Laplace approximation to get an approxi-
mation of p(#|D) in the form of a Gaussian distribution. The methodology is presented
below.

Assume a non-Gaussian distribution p(6|D) given by

p(OID) = 1(6)

(3.42)
2= [ s,
where f is an arbitrary function of § and Z is an unknown normalization constant.
Firstly, we find the mode of p(8|D) which we will denote pg. We can do this either by
finding a stationary point of f(6):

af(e
f(g) =0, (3.43)
d O=pg
or directly by maximizing the probability p(6|D):
[y = arg meaxlog £(0). (3.44)

Now we calculate ¥y using the Hessian matrix of log f(0) as

-1
S = <—VVlog f(e)\ezug) . (3.45)

It is important to check that the matrix Yy is positive-definite, which implies that the
mode py is indeed a local maximum.
Using Yy, we can construct a second-order Taylor expansion of log f(0) at ue:

log f(0) ~ log f(pg) — %(9 — 110)" (Z) (0 — o). (3.46)
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By taking the exponential of the previous equation we get

1 _
1)~ ) exp (=50~ ) (200 - o)) (3.47)
Finally, we can approximate the distribution p(0|D) as
|| /2 1 Ty \—1
p(0|D) ~ N (0|19, Zp) = W exp —5(9 = 1o)” (30) (0 — o) (3.48)

by adding a normalization constant to the previous equation.

3.8 Importance Sampling

In this subsection, we will briefly discuss how to approximate integrals over distributions
from which we cannot sample directly. In that case, we can use importance sampling
together with some approximation method (e.g. the Laplace approximation) and sample
from the approximate distribution instead.

Assume we have some distribution p(f) and we want to calculate

/ 9(0) p(0) do, (3.49)

where g(0) is an arbitrary function of 6.

Assume that the integral is analytically intractable and we cannot sample from p(#). If
some approximation ¢(f) is available from which we can sample, then the integral can be
approximated as [27]

q(0)
/9(0) p(@) dl ~C 2529(91) 7"(91')
i 7 (3.50)
S
— 7(0;)
c=y ; q(0;)
01,...05 3 q(),
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Chapter 4

Plasma edge modeling

1 DMotivation: Tokamaks

1.1 Introduction

The first documented attempt to construct a functioning thermonuclear fusion reactor was
made in 1938 by Kantrowitz and Jacobs [32]. The first tokamak was built in 1957 [33].
Yet thermonuclear fusion power plants remain “just a few decades away” for many decades
now. The main challenge of fusion reactors is maintaining the plasma stable and at a
sufficient temperature while keeping the reactor itself intact. This has proven to be very
difficult as the deuterium-tritium fusion, which powers most of the thermonuclear reactors
being developed today, only starts to occur at around 100 million degrees kelvin [34] which
results in heat fluxes far beyond what any available material can withstand. This is known
as the power exhaust problem.

Different reactor designs are being developed including tokamaks, spherical tokamaks,
and stellarators. They all share the same basic design of plasma held by a magnetic field
inside a vacuum chamber. This design minimizes contact of the plasma with the plasma-
facing components to reduce the heat flux into them. The main differences between the
designs are in the geometry of the magnetic field and the chamber. The topics covered in
the remainder of this chapter are discussed from the perspective of conventional tokamaks.
The specifics of the other reactor designs will not be discussed as the focus of this thesis
is the simulation of plasma in a conventional tokamak reactor. In the remainder of this
document, if a tokamak is mentioned assume the conventional design.

The basic concepts and terms concerning nuclear fusion reactors explained in this
chapter have been taken mainly from [34, 35, 36]. If you wish for more detailed information
about any topic discussed here, refer to these sources.

1.2 Power Exhaust Problem

In tokamaks, the magnetic field holding the plasma in the vacuum chamber forms a
separatrix which divides it into two parts; the closed magnetic field lines holding most of
the plasma in the middle of the chamber and the open magnetic field lines on the edges
diverting the so-called scrape-off layer (SOL) of the plasma into the divertor plates at the
bottom of the chamber [34]. You can see a schema of the separatrix in the figure 4.1.
Most of the heat from the plasma is diverted into the divertors at the bottom of
the chamber. You can see glowing divertor plates in the figure 4.1. The heat flux to
the divertors can reach tens or hundreds of MW?m™! [36]. Reducing this value is an
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Figure 4.1: Left: Cross-section of the tokamak chamber with the divertors depicted as
black lines at the bottom [37]. The orange SOL and red inner plasma are divided by the
separatrix. Right: View into the COMPASS tokamak with the divertor plates glowing
[38].

pump

essential step toward thermonuclear fusion power plants. For the reactor to be operational
for prolonged periods of time this value has to be reduced to ~ 5 MW?m™! [39]. The
amount of the heat flux directed at the divertor plates depends greatly on the properties
of the SOL which change with many parameters of the reactor like plasma density, initial
energy inputted into the system, geometry of the magnetic field, etc. Correctly selecting
these parameters to reduce the maximum power flux to the plasma-facing components is
unfortunately exceedingly difficult as the behavior of the plasma is complex and difficult
to simulate.

1.3 Plasma Detachment

Three SOL particle transport regimes are distinguished in tokamaks; the sheath-limited
regime, the conduction-limited (or high-recycling) regime, and the detached regime [35].
The three regimes are defined by the dominant physical processes involved.

The temperature gradient fr and the plasma collisionality v* are defined as [40]

T
fr=1"
t

o 10716M (4.1)

u

These terms are useful for the definition of the transport regimes below.

The sheath-limited regime occurs when fr < 1.5 and v* < 10. In this regime, the
particle transport in the SOL is affected mostly by the electric field of the sheath, which is
a thin region above the divertors [40].

The conduction-limited regime occurs when fr > 3 and v* > 15. In this regime, the
plasma collsionality is high and so the transport is predominantly affected by the heat
conduction [40].
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The detached regime is defined by the low plasma temperature at the target caused by
the detachment of the plasma from the divertor plates [41]. This regime is dominated by
the volumetric loss processes and it occurs when the temperature at the target decreases
to about Ty < 10. Furthermore, two detached sub-regimes are sometimes distinguished
by the dominant volumetric loss process; the momentum-loss detachment which occurs
at 1 < Te; < 10 and the particle-loss detachment which occurs when Ty, < 1 [35]. (All
temperatures are in electronvolts.)

Plasma detachment has to be achieved in order to reduce the power flux into the
divertors and solve the power exhaust problem in future tokamaks. However, to control
and optimize the plasma detachment a sufficiently good model of the SOL is required [41].

2 SOLPS-ITER

SOLPS-ITER is a complex code designed for high fidelity simulations of the plasma
boundary in tokamaks [42]. It can be used to test experiment configurations to find which
ones yield promising results - for example, a low peak temperature of the plasma-facing
components.

The issue with the SOLPS-ITER is the immense computational demands of the
software as well as the complexity of its usage. This makes it unsuitable for optimization
of the experiment parameters. However, a computationally cheaper surrogate model
approximating the high fidelity simulation could be used to guide the optimization of some
experiment parameters. This could make the optimization process more efficient, yielding
better results and saving resources and time.

3 Two-Point Model

The equations in this subsection have been taken from [35].

A so-called two-point model (2PM) exists which relates plasma density and temperature
at the target (the divertor) to the plasma pressure and parallel power flux in the upstream
(the outer mid-plane) in an individual flux tube. The most complete version of the 2PM
by V. Kotov and D. Reiter [43] is presented below:

2
T ;= Smf % (1 — fcooling)2 & 2 (1 + Tt/zt) (1 + Mt2)2 (eV) (4 2)
‘ 672 p% (1 - fmomfloss)2 Rt 2 4Mt2 ’ )
noy = 1 Pu | (L= Fmom-toss)” ( Ry >2 [ 4 8 M2 } @), (43
‘ 32mf Qﬁu (1 - fcooling)2 Ru (1 + Tt/Zt)Q (1 + ]\4)&2):3 ’

_ Lﬁ (1 - fmom—loss)2 & 2 4Mt2 2 1
FEHt a Smf q||u |: (1 - fcooling) <Ru):| |:(1 + Tt/zt) (1 + Mt2)2:| (Hl i ) (4'4)

A brief explanation of the equations follows.

First of all, the subscripts ¢ and e denote whether the variable is associated with ions or
electrons in the plasma. The subscripts u© and t denote whether the variable is associated
with the upstream or the target. The upstream variables relate to the outer mid-plane
region outside of the separatrix. The target variables are measured just above the outer
divertor plate.
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The main variables are: temperature T', plasma density n, plasma pressure p, parallel
power flux ¢. In the classic "forward” version of 2PM, p, and g, are considered the
independent variables and T,; and n; are considered the dependent ones.

The constants are fuel ion mass my, the elementary charge e, and the sheath heat
transmission coefficient ~y.

The terms in the two square brackets are later extensions of the original basic model
which included only the terms outside of the square brackets. The first extension of the
model added terms describing different volumetric losses; the momentum 10ss fi0m—iosss
the energy loss feooling and the losses caused by the toroidal flux tube expansion described

by the ratio (%’i) of the radii of the flux tube at the target and the outer mid-plane.

These losses are not negligible and incorporating them into the model is important for it
to be realistic. However, no universal models exist for the momentum and energy losses.
The second brackets contain additional correction terms. M is the plasma flow Mach
number, 7 = T; /T, is the ratio of ion and electron temperatures and z = n./n; is the ratio
of electron and ion densities.

For simplicity, we will assume z; = 7+ = M; = 1 in the rest of the paper as it is an
acceptable approximation [35]. With these approximations, we get the following simplified

2PM equations:
2 2
8mf q||u (1 - fcooling)2 (Ru)
T, = 20 ) (ev), 45

° 6'72 pq% (1 - fmom—loss)2 Rt ( ) ( )

2 3 3 2
v Dy, (1 — fmomfloss) (Rt > _3
et = Somy ¢ =] (@™, 46
t 32mf Qﬁu (1 - fcooling)2 Ru ( ) ( )
2 (1 — 2
Fe||t _ T Py (1 fmom—loss) (-Rt> (m72 Sfl)_ (47)
8mf qHU (1 - fcooling) Ru

The 2PM equations have been derived using the following equations:

(1 - fmom—loss) Du = Pt (4.8)
(1 - fcooling) Q||uRu = Q||tha (49)
Pu = 4 Ney KTy, (410)

Q¢ = 75 ne k Ter cst, (4.11)

cst = y\/2eTe/my, (4.12)

where cg is the isothermal plasma sound speed and k = 1.6 % 10~ is a constant to convert
the temperature from electronvolts to joules. Note that the equations for p, and g); have
been simplified by the assumed approximations.

Finally, below are values of the physical constants appearing in the equations:

my = 2.5%1.67 %1072 (kg),

4.13
e=1.60%10"12 (C). (4.13)

The two-point model could be a great tool for better control of the plasma detachment
and reduction of the power flux to the divertors. However, development of models for the
volumetric losses is necessary for the 2PM to be calibrated accurately.
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3.1 Momentum Loss Surrogate Model

It has been observed that the following model relating the momentum loss to the electron
temperature at the target can be fit well to experimental data [35, Figure 7]:

Net Tet

T = a(l —exp(bTe))C. (4.14)

(1 - fmomfloss) =

The model has an arbitrarily chosen form. The symbols a, b, ¢ are model parameters. The
model is not general, so the parameters need to be trained for each reactor.
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Chapter 5

Experiment Design for Momentum
Loss Surrogate Model Training

To calibrate the 2PM it is crucial to also be able to estimate the momentum and energy
losses as they are important terms in the 2PM equations. We would like to attempt to
train a surrogate model for estimation of the momentum loss for the COMPASS tokamak
at [PP CAS.

1 Model and Training

The model from the equation 4.14 will be used. The model is defined as

y =mg(z) = a(l — exp(—2/b))

6 := (a,b,c)"
x =Ty (5.1)
Ner
Yy = (1 - fmomfloss) = LTd-
eu*eu

(See the section 3 in the previous chapter for a description of the variables.)

We would like to train this model with data from the SOLPS-ITER simulations of
the COMPASS tokamak. This simulation can provide T; and n.; given values of T¢, and
Neqy as input. The momentum loss model takes Tp; as input and therefore the experiment
design methods will provide us with values of T.; which are in some way optimal for the
next data-point to train the model efficiently. However, to query the simulation for new
data we have to provide the input variables T, and n.,. We will estimate the optimal
values of T, and n, from the T,; value provided by the experiment design method using
the 2PM with volumetric losses:

2 2
q u 1— coolin, 2 U

Te =
¢ 6’72 p% (1 - fmomfloss)2 Rt

where the momentum loss term (1 — fiom—10ss) Will be aproximated using the model we
are currently training and the following approximations will be used for the remaining
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terms:

Pu = 4 Ney, k Teu;

fcooling = 07 (53)
fu_y
Ry

This set of equations has two degrees of freedom; ne, and Te,. We will set ng, to a
constant value and adjust the value of T; by changing T, only. Then we can solve the
equations numerically to find the optimal value of T¢,,, which when given as input to the
SOLPS-ITER simulation together with the constant n., will yield a value of T¢; close to
the one requested by the experiment design method.

By using this approach the model will of course receive slightly different data points
from the simulation than the ones the experiment design requested, but this should have a
minimal effect on the performance of the method as long as the difference is not too large.

The momentum loss model training procedure is summarized by the algorithm 2. The
term Dy = (x1,¥1), ..., (XN, yn) represents the data after the N-th iteration and ne,, is set
to a constant value.

Algorithm 2 Model Training

procedure TRAIN_MODEL

while not term_cond() do
update_model!(Dy_1)
T.t < arg max utility(z)

T1ys TS

Tey < 2PM(Tet, ney)
Net, Tet — SOLPS—ITER(TLeu, Teu)
("BN) yN) = (Tet7 :Z:i;:t )

end while

end procedure

In the N-th iteration of the training procedure, the following is performed. Firstly,
the model is updated according to the current data Dy_1. Then the selected experiment
design method is used to estimate the optimal value T¢; of the next data-point, which will
improve the model the most. Afterward, the 2PM is used to approximate the optimal
value of T,. Finally, the SOLPS-ITER simulation is queried with the input (ney, Te,) and
the data set is augmented by the new data point.

2 Synthetic Experiment

As a proof of concept, we tested our method with synthetically generated data instead of
using the SOLPS-ITER simulation for now. We replaced the SOLPS-ITER. simulation in
the training procedure with an approximate calculation using the 2PM with volumetric
losses with the same approximations as the ones used in the training except this time the
term (1 — from—_loss) Was computed with predefined parameters 6; := (ay, by, ¢;), which
we attempted to learn with the trained model.

This substitute simulation of course provides somewhat unrealistic data in comparison
to real data from SOLPS-ITER, but it is sufficient for the proof of concept as long as the

32



following property of the generated data is not violated:

NetLet

neuTeu = (1 - fmom—loss) ~ mg, (Tet)- (54)

It is apparent that in case this property would not hold for the generated data, it would
be impossible to train the momentum loss surrogate model.

If one simply used the 2PM equations for ne; and T, to calculate the output of the
substitute simulation and substituted the momentum loss model with the predefined
true parameters for the term (1 — fiom—10ss), the equation above would not hold for the
generated data. This is caused by the inaccuracy of the 2PM model with the assumed
approximations. For this reason, the calculation of the synthetic data was slightly modified
as described below.

The substitue simulation receives values (ney,Tey) as input. In the first step, the
following set of equations from the 2PM is solved numerically to get the value of T;:

2

T, = 8mf qHU (1 B fcooling)2 <Ru>2
t= 2 o )
‘ 672 p% (1 - fmom—loss)2 Ry

Pu = 4 New k; Teu,

(1 - fmom—loss) = Mgy, (Tet)7

(5.5)

where feooting = 0, % =1 and 64 is the true value of the model parameters which we are
trying to learn. The parallel power flux g, was set to a constant value.
In the second step, the value of ng; is calculated as

NewT e
Tet

Net = mgt (Tet) (56)

By calculating the output of the substitute simulation this way, we sacrifice the accuracy
of net to make sure that 5.4 holds. We do not need the data to be realistic as long as the
momentum loss model can be trained from them so this is a reasonable trade-off.

The whole synthetic data generation procedure is shown in the algorithm 3. This
procedure replaces the SOLPS-ITER simulation in the model training (algorithm 2). The
computation using the 2PM is performed as has been described above. After the new
data-point is computed by solving the 2PM equations a predefined data noise aczl is applied
to the result.

Algorithm 3 Synthetic Data Generation

procedure GENERATE_DATAPOINT Ny, Tey)
Net, Tet QPM(ne’m Teu)
€Tr < Tet
eiTot -2
y ~ N( nTZJ7T82 ’ Od)

return (z,y)
end procedure
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3 Bayesian Model

Let us now define the surrogate model in Bayesian terms. We will assume the following
prior distributions for the model parameters and data:

_ 1 _
p(6;) = LogNormal(yig, 02) o< 0" exp (—2% 2(log(0;) — m?)
1 (5.7)
Pk 6) = N oma(as), 73) o xp (5,0~ ma(a) )
where 9, 09, 0y are hyperparameters of the model.

The posterior parameter distribution can be expressed in the following form by
using the Bayes’ theorem (assuming the data are independent):

p(0]D) o< p(DI6) p(0)

p(0|D) o f[l [p(yilzi, 0)] f[l [p(0:)]
p(6ID) 1f[ e (5072 0s(6) — | 1j 07 exi (o 10u(0) — ?) |

(5.8)

We will need to integrate over this distribution, which would be analytically intractable.
For this reason, we will use the Laplace approximation and later integrate over it using
importance sampling. The Laplace approximation is performed as follows. First we express
the logarithm of the function fp proportionate to the posterior parameter distribution
p(0|D):

p(0|D) o< fp(0)
N 3
= ex —10_2 ii)? “lexp | —=0 o)
100 = 11 [eww (o3 0307 TT o o0 (g tom00 )|
1 N 3 1 3
log fp(0) = —50;, > [(ws = )] = 3_ [0 = 505 >_ [(og(6:) — 10)"]
i=1 i=1 i=1

where |D| = N. Then we compute the Laplace approximation N (g, Xg) of the parameter
posterior as

p(8|D) = N (g, %9)
po = argmax log fp(6) (5.10)

g = (— VViog fD(9)|e:M9)7l-

See the Bayesian Ridge Regression section for more information on Laplace approximation.

4 Exeperiment Design

We will test two experiment design methods with the model - the information gain utility and
the Kullback-Leibler divergence utility - and make a comparison of the two. The analytical
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computation of these utilities is intractable as the parameter posterior is too complex.
We will use an approximate computation using importance sampling to approximate the
utilities.

The utility of a single point Z is computed as

RS S _ .\ 7(6:|D)
U(z) = TTj o) ; (a(91D), q(6]Dy)) 20.1D)’ (5.11)
£ 90ilD)
where
r(0|D) o< p(D|6) p(0) o< p(6] D),
q(0|D) = Laplace_approx(p(0|D)) =~ p(0|D),
D; = DU{(7,5)}, (5.12)

gi ~ N(mﬂl (j)a 05)7
01,....00 = q(6|D),

where T samples are drawn from ¢(6|D) and for each sample 6; a single sample y; is
drawn from N (mg,(Z), 05). See section the Bayesian Ridge Regression section for more
information on importance sampling.

The function u(s,t) takes two probability distributions and returns a utility value
from R. This function is what differs between the information gain and Kullback-Leibler
divergence utilities. The corresponding function are described below:

urc (¢(01D), q(0|1D;)) = —H (a(0|1D:)) , (5.13)

ugr, (¢(0|D), q(0]D;)) = Dk, (q(01D;) || q(6]D)) . (5.14)

Note that we skipped the term H (¢(#|D)) in the information gain utility as it does not
depend on Z and so it does not have to be evaluated when maximizing the utility over z.

The computation of the utilities for a set of .S distinct input values Z1, ..., Tg is presented
in the algorithm 4. The variables ¢6, q6;, 70 represent the distributions ¢(6|D), q(6|D;),
r(0]D) respectively and one of the functions from equations 5.13 or 5.14 is to be used in
place of the wutil function in the algorithm. The notation r6(6;) denotes the evaluation of
the probability density function of the distribution 0 at ;.

The computation starts by computing the Laplace approximation ¢ of the posterior
parameter distribution p(6|D) given the current data D and then drawing T samples of 6
(the model parameters) from ¢6.

Then the increment of utilities of all points Z; is calculated for each sampled 0;
successively. The utility increment for a sample 6; is calculated as follows. Firstly, a single
sample of y; is drawn for each point z; from the predictive distribution p(me,(Z;), 02)
where the mean is the prediction of the model with parameter values 6;. Secondly, a
Laplace approximation @j of the posterior parameter distribution p(@\Dj) given the data
augmented by the potential new data-point D; = D U {(Z;,7;)} is calculated for each
point Z;. Finally, the utility of each point Z; is incremented by the value given by the
selected utility function (which takes the distributions g6 and q7¢9j as input) weighted by
the importance weight w. (See the section Bayesian Ridge Regression for more information
on the importance weights.)
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Algorithm 4 Utility Calculation

function CALCULATE_UTILITY (%1, ..., Zg, D)
g0 <+ Laplace_approx(D)
thetas < 601, ..., 01 i q0
Ul, ceey Us +~0,...,0

weight_sum < 0

for each 6;in 64, ...,07 do
Ydev < Sample(N(Ov 032/))
yj < mg,(T;) + Ydey for eachjinl, ..., S
q0; + Laplace_approx(D U {(z;,7;)}) for eachjin1,..., S

W 400:)

Uj +=w* util(qe,q?j) for eachjinl,..., S
weight_sum += w
end for
return U / weight_sum
end function

To partially mitigate the noise of the utility function caused by the random sampling the
samples y; for a given 0; share their deviation from the mean. That is implemented by first
sampling their shared deviation yge, from a normal zero-mean distribution with variance
05 and than calculating the values §; by adding this shared deviation to the corresponding
means mg, (Z;). This trick results in smooth utility functions even with low parameter
sample sizes. This does not mean that the utility functions are completely relieved of the
noise caused by sampling. The utility functions will still differ when calculated multiple
times with different samples. However, the trick eliminates large value spikes in the utility
functions making the methods more stable. The effect of the shared sampling trick is
illustrated in the figure 5.1.

After the utility increments are calculated for all samples 6;, the utility values of all
points Z; are divided by the sum of the importance weights and returned. Then the point
x; with the highest utility is selected as the next evaluation point. Note that the division

by the weight sum has no effect on the maximization of the utility over z.

Occasionally, the calculation of some Laplace approximation @ of some distribution
p(0|D) may fail during the utility computation because the covariance matrix Y is not
positive definite. This usually happens when the data set D has been augmented by some
extreme outlier. Then the optimal fit to the data can degenerate to some extreme shape
(like an almost constant model) and the posterior parameter distribution also degenerates
and cannot be reasonably approximated by a Gaussian distribution. In this case, the
sample 6; which caused the problem is skipped for all points x1, ...,z5. (Even though likely
only a few of the approximations ¢y, ..., ¢fs could not be computed for the sample 6;.)
Skipping the 6; sample for all points keeps the method more stable.
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Figure 5.1: Shared Sampling Trick
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(a) The IG and DKL utilities calculated with §; sampled separately for each point Z;.
(b) The IG and DKL utilities calculated with shared deviation sample yge,-
The utilities on both plots have been calculated with 200 model parameter samples.

5 Method Performance Analysis

In this section, the performance of the two selected experiment design methods - information
gain maximization and Kullback-Leibler divergence maximization - is compared with data
from the synthetic experiments. Additionally, the effect of the parameter sample size T on
the performance of both methods is tested.

5.1 Method Performance Metric

The main metric used for the comparison of the methods was the number of iterations it
took the method to train the model to a predefined precision. The number of iterations
also corresponds to the number of evaluations of the simulation. Thus it is a good metric
of the method performance as the goal of the experiment design methods is to minimize
the number of simulations needed to train the model.

The model precision has been measured using the root mean square error (RMS) of
the model on a pre-generated test data set. This data set has been generated by selecting
R data points from the model domain spaced evenly according to a logarithmic scale. The
reason behind using a logarithmic scale and thus giving more importance to the region
near zero is that a large portion of the domain on the side far from zero is almost constant.
This constant value is defined by a single model parameter a, whereas the more complex
shape of the model near zero is defined by the remaining two parameters b and c. If a
linear scale was used instead of a logarithmic one, only learning the parameter a would
result in a very low model error. Another motivation behind using a logarithmic scale is
that the same absolute model error results in a substantially larger relative error in the
region close to zero so it is reasonable to give that area higher importance.
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5.2 Experiment Settings

The values of all hyperparameters and constants used during the synthetic experiments
are presented below.
The following values have been used for the hyperparameters of the 2PM:

v =38,

(5.15)

The same values have been used in the 2PM during the synthetic data generation (algorithm
3) and when estimating the values ne,,, Ty, by the experiment design method (algorithm 2).
The exact values of these constants are not very important. Changing them to different
values could result in unrealistic data, but it would have minimal effect on the results of
the synthetic experiments.

The following values have been used for the hyperparameters of the model:

modeg := (1.,1.5,1.5)7,

varg == (0.2,0.5,0.5)%, (5.16)
op =001,

The hyperparameter o, is the expected variance of the data. The standard parameters
pg and oj of the log-normal prior parameter distribution p(6) ~ LogNormal(ug, o3) have
been calculated from the defined values of the mode and the variance of the distribution.

The hyperparameters of the experiment design methods have been set as follows.
The evaluation point sample size S has been set to 200 in all experiments as this results
in a sufficiently fine resolution of the utility function. The samples have been spread out
evenly according to a logarithmic scale to allow for a better resolution for smaller values of
T.t. The methods have been tested with parameter sample sizes T equal to 2000, 200, and
20 as presented in the results.

Finally, the parameters of the synthetic experiments were set as follows. The
test data set size has been set to 10 thousand as the model error is still computed easily
with this data set size and a larger size does not bring any significant improvement to the
error estimation. The data noise variance 02 has been set to 0.01. The target model RMS
error €; was set to values slightly higher than the data noise, this included values 0.05 and
0.035 as presented in the results.

The experiment domain on which the model was trained was defined as T,; € [1071,102].
Different initial data sets Dy have been used in each experiment. The data set was defined
by a list of points X¢ = [z1, ..., z7] where |Dy| = I. The intial data set was generated as

Y1, ...yr = mg,(x1), ..., mp, (1)
T~ N(zg,03) Vi€ {1,...T}
Ui ~ N(yi, 02) Vi € {1,..., I}
Do = {(z1,91), ..., (Z1,91) }-

The used set X of initial points is presented in the results with each experiment.

In all experiments, there was a maximum iteration limit set to 50. This was implemented
to avoid wasting computational resources on rare experiment runs where the data were
very skewed at the beginning and a large amount of data would be necessary to correct for
it.

(5.17)
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5.3 The Experiments

In all experiments, a simple experiment design labeled random was tested alongside the IG
and DKL methods as a control method. This method selected the next evaluation point in
each iteration by sampling from a log-uniform distribution over the experiment domain
[1071,10%]. This way the method performs significantly better than if it was completely
randomized but the IG and DKL methods should still outperform it.

Experiment 1

In this experiment, the initial data set was defined by Xy = [1.] and the target model error
was set to ¢, = 0.05. Both methods were tested with sample sizes T' € {20, 200,2000}. The
experiment was repeated 20 times with each method variant.

Experiment 2

This experiment was very similar to the first one the only difference being the initial data
set which was defined by Xy = [10.] this time to test if the methods’ performance changes
with different initial data-point. The experiment was again repeated 20 times with each
method variant.

Experiment 3

In this experiment, the target model error was decreased to ¢, = 0.035. The initial data set
was larger this time and was spread over most of the experiment domain. It was defined
by Xo =[0.4,2.,10.,50.]. The methods were tested with sample sizes T' € {20,200}. The
number of runs with each method variant was increased to 40.

Experiment 4

The initial data in this experiment consisted of 4 data points condensed very close together.
The initial data set was defined by Xy = [4.,4.,4.,4.]. The model error was again set to
€ = 0.035 and the used parameter sample sizes and the number of runs remained the same
as in experiment 3.

5.4 Results and Discussion

The results of the experiments are presented in the figure 5.2. The boxplots show the
median, lower and upper quartiles and the minimum and maximum of iterations it took the
respective method to reach the target model error. The labels IG, DKL and random indicate
the used experiment design method - information gain, Kullback-Leibler divergence, or the
control random method. The numbers 20, 200, 2000 in the labels denote the parameter
sample size T used for the utility calculation. The median and lower and upper quartile
values from the boxplots are presented in the table under the plots as well.

Parameter Sample Size

From the results of experiments 1 and 2, it is apparent that the slightly increased precision
of the methods caused by increasing the sample size by an order of magnitude seems to
have no significant effect on the performance of the methods. The median values change
very little with different sample sizes and a decreasing median value with an increasing
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Figure 5.2: Experiment Results

Experiment 1 Experiment 2
40 20
)] 7]
c 30 c
8 c 0
®©20 © 20
e l 2
=10 ; ; — 10
0 o Q 0
1° R 0 SN S
) \, N ) » 'L N
N 0*‘- 0$\’ \(9 0\{_& (()0 N 0\(‘- 0“-\' \(9 0\@_\« (o(\
Experiment 3 Experiment 4
50f —— 50 —_
40 40
- -
o 30 o 30
= =
O 20 O 20
3z 2
D 0 pr——
0 ) 0 0 )
¢ BN 0 7 0
O o © 0@« @0 © o <} 01_\« ‘0(\

Median and Lower and Upper Quartiles of Iterations

Experiment || [G 20 DKL 20 1G 200 DKL 200 IG 2000 DKL 2000 random
1 2425 4§ 58 355 3725 3_5?.75 6:1,,0'25
2 42.25 3.5'5.75 3%2.25 5'?7) 41 s 3%0.25 8:1.)455
3 0% 8% 5% 6.5y / / 11.53%5°
4 61125 610, 6.510-25 5.59 / / 6%4'25

The values in the table are formatted as med; " where med is the median and low, upp are the

lower and upper quartiles of the number of iterations the method required to reach the target model
error.
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sample size is not generally observed. For this reason, it seems that the approximation of
the integral over the posterior parameter distribution calculated during the computation
of the utility is not improved substantially with larger sample sizes.

The values of the first and third quartiles fluctuate significantly with different sample
sizes but again seemingly randomly. I ascribe this fluctuation mainly to the random data
noise and the “luck” of different experiment runs for data with low or high errors. If
the method receives multiple data points in the same region of the model domain with
similar deviation to one side, it can take a large amount of additional data to correct for it.
Similarly, if the first few received data points are all with extremely low noise, the model
can converge extremely fast. The number of such runs can affect the values of the quartiles
significantly. The values of the minimum and maximum are affected even more by this
effect as a single such run can change them drastically. For this reason, the values of the
minimum and maximum can be somewhat unreliable.

Reliability

Different choices of the initial data set seem to have no major effect on the performance of
either of the Bayesian methods. Experiments 1 and 2 differed only in the initial data set.
Equally, experiments 3 and 4 also differed only in the initial data set. The results of the
Bayesian methods do not show any significant change in the number of iterations required
to train the model which could be interpreted as dependent on the initial data. On the
other hand, the log-uniform random sampling method performed significantly worse in
experiment 3 than in experiment 4. This is caused by the random method not being able
to take advantage of the condensed initial data in experiment 3 and continuing to sample
the whole domain, whereas the Bayesian methods will avoid the already well-explored area
and shift the focus of subsequent experiments elsewhere.

Method Comparison

Both IG and DKL methods performed perceptibly better than the random method. The
median, as well as the upper quartile of iterations of the random method, were consistently
higher than the corresponding values of the IG and DKL methods. The performance of
the random method was however not as inferior as one would expect. In experiment 4,
the median value of the random method even equalized with the medians of the Bayesian
methods. I ascribe this to the random method being better than expected rather than
the IG and DKL methods performing poorly. The random method was not truly random
as it implemented some expert knowledge by sampling from the log-uniform distribution
over the model domain to get more data in the important regions near zero, which I
believe helped substantially in the training of this particular model. Also, if the model
selection was required for the problem the Bayesian methods would be more advantageous.
Nevertheless, the IG and DKL methods performed well in comparison to the random one.

Neither of the two Bayesian methods can be considered better suited for the training
of the momentum loss model based on the results. The median values of the number of
iterations required by the methods to train the model were similar in all experiments and
neither method performed better overall. The upper quartiles of both methods reached a
slightly higher in some experiments, but that is ascribed to the random data noise as these
deviations were inconsistent among all experiments.
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Figure 5.3: Example Experiment Runs and Model-Parameter Dependance
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Method Properties

Both methods opted to deposit data in three specific regions of the model domain and
only rarely requested data outside of these areas. Two example runs - one with each of the
methods - are shown in the plots (d,e) in the figure 5.3. The yellow data points are the
ones from the initial data set while the brown ones are the ones the methods requested
successively in each iteration to improve the model. It is apparent that the requested
data-points form three distinct groups; the first group located in the flat region of the
model curve around T; € (10 eV, 100 eV'), the second group roughly around Ty = 4 eV
and the third group roughly around T = 1 eV. These three regions of the model domain
correspond roughly to the regions where the model curve is affected the most by the three
model parameters a, b, ¢ respectively as shown in the plots (a,b,c) in the figure 5.3.

Conclusion and Limitations

A conclusion of the synthetic experiments and a discussion of their limitations follow.

The information gain maximization and Kullback-Leibler divergence maximization
experiment design methods have been applied and compared in a synthetic experiment
simulating the problem of training the momentum loss model for plasma in the SOL in
tokamaks. The results show that neither of the methods is significantly better suited for
the problem. Both of the methods performed well and it was shown that in comparison to
a naive method (the log-uniform random sampling) they required fewer data to train the
model thus potentially saving time and resources.
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The proof of concept in the form of the synthetic experiments does have some limitations.
The most significant one is that once either of the methods is used in conjunction with
the SOLPS-ITER simulations, the received data from the simulations will have different
Te; values (the input of the momentum loss model) than the ones which the experiment
design method requested. The first reason for this data deviation is that the momentum
loss model that is being trained is simultaneously being used in the 2PM equations when
estimating the (ney, Tey) inputs of the SOLPS-ITER simulation. The model is however
not fully trained at that moment and thus inherently unprecise. The second reason is
that the other terms and constants in the 2PM equations (e.g. (1 — feooling), q|ju> ) also
have to be approximated or estimated in some way and these approximations will cause
further data deviation depending on how precise they are. The first reason for the data
deviation is contained in the synthetic experiment the same way it will be with real data.
However, the second reason is not as in the synthetic experiment the 2PM equations with
the same approximations were used both for the experiment design and in the substitute
simulation replacing the SOLPS-ITER simulation and thus the approximations were precise
by default.

If the approximations used for the 2PM equation terms will be too inaccurate when
applying the method to real data, it could perform worse than in the syntetic experiments
as in the most extreme case the method is practically reduced to random data sampling.
However, as long as the approximations are decent, the method will perform well as has
been shown.
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Chapter 6

Summary

In this thesis, the basic concepts of surrogate modeling and its usages have been introduced.
Some of the most commonly used surrogate models have been presented and a selection
of experiment design methods used for surrogate model training have been discussed
with a focus on probabilistic Bayesian methods. A brief introduction to the problems of
today’s tokamaks was presented including a definition of the power exhaust problem and
the concept of plasma detachment. Toady’s surrogate models and simulations of the plasma
SOL in tokamaks have been introduced. In the last chapters, two selected experiment
design methods were adapted for training the plasma momentum loss model, a synthetic
experiment simulating the data from SOLPS-ITER was proposed as a proof of concept,
and both methods were applied in the experiment. It has been shown that both methods
are suitable for the training of the plasma momentum loss model and could save resources
in comparison to a more naive approach. Neither of the two methods could be conclusively
deemed as superior to the other.
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